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Abstract: (1) Background: final year students of computer science engineering degrees must carry out a final degree project (FDP) in order to graduate. Students’ contributions to improve open source software (OSS) through FDPs can offer multiple benefits and challenges, both for the students, the instructors and for the project itself. This work reports on a practical experience developed by four students contributing to mature OSS projects during their FDPs, detailing how they addressed the multiple challenges involved, both from the students and teachers perspective. (2) Methods: we followed the work of four students contributing to two established OSS projects for two academic years and analyzed their work on GitHub and their responses to a survey. (3) Results: we obtained a set of specific recommendations for future practitioners and detailed a list of benefits achieved by steering FDP towards OSS contributions, for students, teachers and the OSS projects. (4) Conclusions: we find out that FDPs oriented towards enhancing OSS projects can introduce students into real-world, practical examples of software engineering principles, give them a boost in their confidence about their technical and communication skills and help them build a portfolio of contributions to daily used worldwide open source applications.
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1. Introduction

During the last 20 years, Software Engineering (SE) instructors have proposed the study and development of open source/free/libre software (abbreviated as OSS, FLOSS, or FOSS) projects to introduce students into real-world examples of SE principles, concepts and practices [1–3]. Mature OSS projects are considered more realistic than examples found in textbooks or developed by teaching staff [2,4]. These projects are usually complex and large, with many developers involved, responding to real-world needs and problems and are built following software engineering best practices. Due to their open nature they also provide opportunities for studying not only their source code but also a whole set of software-related artefacts developed during their life cycle: requirements, design, and project management documentation, configuration management-related artefacts (version control, bug tracking and build management), testing, deployment, quality control and, specially, evolution and maintenance of software. These projects also allow students to interact with external, distributed development teams, discussing designs, problem solutions or future directions of the projects in public forums, mailing lists, bug tracking systems or code review panels.

SE instructors, researchers and practitioners have at their hands a plethora of open source projects neatly organized in popular social code sharing repositories such as GitHub, GitLab or Bitbucket that help them to analyze, study and contribute to OSS projects. It is not surprising then that many researchers had resorted to this kind of software to teach and illustrate software engineering concepts to their students in real-world scenarios: Nascimento et al. [5] studied the use of OSS in Software Engineering Education (SEE) from 1998 to 2012 and Brito et al. [1], updated the mapping study with findings from the 2013–2017 period.
Students’ contributions to OSS projects could be introduced during different phases of an undergraduate curriculum. As reflected in Brito et al.’s [1] updated version of the mapping study, some authors decided to introduce OSS on specific labs or seminars during an academic year while other authors prefer to reserve an entire subject to OSS contributions, but there is a lack of previous research about contributing to OSS as the main aim of an Final Degree Project. This is surprising because, in our opinion, FDPs are the most effective way to put into practice this kind of OSS integration in the SE classroom for several reasons, as described in the next section.

Final course work:
We think that in order to allow our students to be involved with such scenarios, they need to have a good understanding of the prerequisites needed to undertake a contribution (solid knowledge about computer programming, data structures and algorithms, software engineering and depending on the project, some other specific knowledge about networking, databases, project management, etc.) This is the case for final-year students developing their FDPs.

Fewer time restrictions: Usually, students of final-year grade have already passed nearly all, if not all, the other courses of their degree, having the final project as the single point of work for their second half of their final year. This allows them to focus on the work during a semester instead of having to manage this alongside other tasks and exercises while doing it. The number of weeks in a semester (15–16 weeks) is roughly the same amount of time allocated by students working on the Google Summer of Code (GSoC) initiative. This Google internship program finances students to write code for open source projects from May to August. Although the economical rewards are of consideration, Silva et al. [6] reported that, typically, the participation of students is motivated by their desire to seeking work experience and build a career portfolio based on their contributions to open source projects.

Initiatives such as the GSoC could be leveraged in many ways. First, they help instructors to choose an interesting project and specific features to contribute to. Second, projects that participate in GSoC always assign a mentor to guide students’ efforts (thus, freeing or alleviating the university instructor workload). Finally, students that decide to develop their FDP under the GSoC umbrella can also earn some economical rewards.

External committee-based evaluation: Final projects are evaluated by a board composed by members not linked to the students or even to the supervisor of the project. This allows us to recreate a real-world scenario with a bias-free evaluation process.

A boost in confidence: Students achieving good results on their FLOSS-related final projects get a boost on their confidence just before their immediate immersion in the job market. This confidence is backed up by evidence (for example, in the Github repository of the project or the official documentation) reflected on their CV and portfolio.

Lower student-to-instructor ratio: The FDPs have to be supervised by a lecturer. Usually, each supervisor has one to three students under their direction so they can attend and support them more thoroughly than in a regular (non-final-project) class.

Integrating OSS in the SE curriculum is not without its problems. Instructors will face challenges selecting the project and the specific tasks to conduct, engaging and supporting students, assessing the outcomes or planning how to fit SE educational objectives within a limited time interval.

With the aim of exploring new ways of supporting the teaching of software engineering based on contributions to OSS projects, as well as looking for an alternative to its use in class (where time restrictions and prior knowledge condition its use), this work documents an experience report framed within four final degree projects (FDP) where four undergraduate students with degrees in computer engineering contributed features to a couple of OSS projects.

The next section reviews on how OSS projects have been used in SEE, focusing on two aspects: the software engineering area and the educational purposes covered. The following section details the context in which our students’ works were developed and how the
projects they contributed to were selected. Next, we describe the challenges faced and how they were addressed, detailing some recommendations for future practitioners interested in repeating the experience. The last section summarizes the lessons learned and suggests future work.

2. Related Work

Our interest is focused on how to leverage OSS in SE education and more specifically, how and why contributing to an OSS in an FDP could benefit the software engineering students.

2.1. OSS in SE

Researchers have addressed many knowledge areas of software engineering education through the use of open source software. Analyzing the last ten years activity, and following an adapted classification by [1] from the original SWEBOKv3 [7], we found some previous experiences tackling software engineering in general, requirements, models and methods, architecture and design, quality, testing, evolution and maintenance, development and construction, process, management and configuration management areas.

Silva et al. [8] report on an experience teaching object-oriented modeling with Unified Modeling Language (UML) diagrams using open source projects. In a postal survey administered to students, they stated enhancement of their ability to interact with real projects and their understanding of source code written by other persons, as well as an improvement in their confidence to face the job market and their communication skills.

Gallagher et al. [9] and Gokhale et al. [10] researched the integration of OSS into an introductory SE course, analyzing software maintenance and evolution. This experience allowed students to face problems associated with software evolution at different difficulty levels, improve their program comprehension, maintenance and reverse engineering skills, by studying projects that usually lacked proper documentation.

Van Deursen et al. [11] promote a collaborative approach to learn about software architecture and design decisions based on open source projects’ architecture. They tackled three main challenges: how to teach the theories of software architecture, which are abstract and, therefore, hard concepts for students to master; how to address problems derived from software architecture decisions when they are only visible at scale, and disappear once small example systems are used; and how to teach a proper balance of technical and social skills, something every software architect needs.

Kubincová and Homola [12] analysed the requirements for delivering code review activities (a quality assurance activity) in computer science educational settings. They compared how to perform a code review both in GitLab and a peer-reviewed activity in their Learning Management System.

Tan et al. [13] propose GitHub-OSS Fixit, a course project where Software Engineering students are taught to contribute to open source Java projects by fixing bugs reported in GitHub. Their students reported that this activity helped them to gain confidence on applying the knowledge acquired to real-world scenarios. Similarly, Villarrubia and Kim [14] built an in-house version control system using GitLab to teach students how to collaborate on OSS development projects and instructors to track their students’ activities. They report on the added benefits of using the system as a knowledge base repository for future student projects where code and project artefacts can be analyzed and reused.

Taflovich et al. [15] present the design and delivery of a senior Software Engineering course structured around a collaboration with a large, active FLOSS project. In their work they highlight some aspects that can be effectively taught by promoting students’ contributions to open source software, such as soft skills and technical writing, reverse engineering, software modeling, and learning to estimate, plan, and manage new requirements.

Dorodchi and Dehbozorgi [16] proposed eight open source labs for teaching and practicing SE general activities based on FLOSS. They taught how to set-up the development environment; how to communicate inside an OSS community; how to use a source code
versioning system, modelling OSS, and requirement analysis (they asked the students to analyse how to make some modifications to a large existing codebase); implementing and testing the proposed new features.

Finally, Deng et al. [17] resort to FLOSS in a quest for providing real-world software quality and testing environment for teaching software engineering, describing five learning interventions that use FLOSS in an undergraduate software testing course. They report an increase in students’ confidence in their technical knowledge and skills. Krutz et al. [18] also encouraged their students to choose a real-world, open source project to test throughout an academic term. They reported a significant increase in student enthusiasm in software testing, largely due to being able to test contemporary real-world projects.

FLOSS in Final Degree Projects

This work is more closely related to Stroulia et al. [19] and their Undergraduate Capstone Open Source Project (UCOSP), a course where undergraduates from different institutions across Canada and the United States work together on a real-world FLOSS project with oversight by a mentor, either a faculty or project member. Participants reported benefits such as gaining professional experience, and professional networking. This work differs from Stroulia et al.’s regarding the distribution of the instructors. We report on final degree projects supervised by a single instructor with few students (4) working with an external community of real developers while in the UCOSP experience, groups of nearly 20 students working on their capstone projects are distributed and oversaw by different instructors.

Another close related work is HFOSS (Humanitarian Free and Open Source Software) [20], where undergraduates of computing degree programs are involved in humanitarian software projects development ranging from disaster management to microfinance to election-monitoring applications. Results show students’ increased interest in computing and gaining experience in developing distributed software as well as skills in regard to communication and distributed teamwork. HFOSS does not specifically target final degree or capstone projects but their initiative can be used under different academic scenarios: a single assignment, a project deliverable, a capstone or final project or as a topic in a course.

3. Context

Every year at the School of Engineering of Bilbao 4th year undergraduate students in Computer Engineering must develop their Final Degree Project (FDP). Often the project consists of implementing some type of application, usually from scratch, something that does not match what they will find in the labor market [21–23]. Students generally complete good FDP projects but the vast majority end up in the drawers of the library or on the online repository.

One way to motivate computer science students to develop and enhance their software engineering skills is to involve them in the development and maintenance of consolidated open source software projects [24,25]. During two consecutive academic years (2019/2020, 2020/2021) we decided to test this strategy within the context of four final degree projects. Three students (19/20) were assigned to work on the same OSS project (GanttProject (https://github.com/bardsoftware/ganttproject (accessed on 14 May 2021))) while the fourth one (20/21) decided by himself to go solo and contribute to a different OSS project (Ampache, not to confuse with Apache (https://github.com/ampache/ampache (accessed on 14 May 2021)))

As detailed in the Related Work section, there has been quite an interest in academic research works about how to integrate FLOSS activities into the SE classroom. These works have been classified by the systematic mapping study from Nascimento et al. [5] and the updated version by Brito et al. [1] following some main concerns:

- Software Engineering area, with possible values already detailed in the previous section (requirements, models and methods, design and architecture, quality, testing, evolution and maintenance… )
• Control Level, i.e., how much control instructors have over the OSS project. Possible values include Full Control (i.e., project core development has been sustained by faculty/staff), Inside Control (i.e., instructors branch the FLOSS code, prepare assignments, and evaluate themselves the students’ contribution), and NoControl (i.e., third-party OSS projects).

• Project Choice, i.e., how the OSS projects are chosen. Alternatives include Predefined (i.e., instructors decide the project students work.); Choice List (i.e., students’ choices based on a preset list of OSS), and Free Choice (i.e., students seek and decide which OSS they will work with)

• Assessment Type, i.e., the instrument used to assess student learning. Possible values include exams, reports, software artefacts, interviews, surveys, oral presentations, etc.

• Curriculum Choice, i.e., how the content is embodied in the curriculum. Options include Extra Activity, where students worked with OSS in extra activities (e.g., internships); Capstone Project, where students worked with OSS in a capstone project; and Course Working where OSS was a student’s assignment in a regular course.

This permits to characterize OSS-in-the-classroom experiences along the coordinates ControlLevel, ProjectChoice, AssessmentType and CurriculumChoice. Our experience resides on the area of software engineering in general (due to being projects that follow the whole software life cycle), free-choice, no-control (students selected by themselves external consolidated OSS projects for their contributions), assessed by a final-degree-project external jury based on a report and an oral presentation.

4. Methods
This section describes how the students were selected and, in turn, how the students selected their projects to contribute to and how instructors and students decided which task to work on in each project.

4.1. Selecting the Students

The aim was to convince some students from course 2019/2020 to focus their final degree project towards improving an open source application used internationally. The instructor (the author of this article) had a list of nearly 20 candidates, students that were in their final year, wanted to develop a final degree project and whose academic background was known to the instructor. Based on their academic curriculum, we filtered an initial list of candidates.

Criteria for Students Selection

Because it was the first year of the experience, we wanted to select a low, manageable number of students so we could be able to carefully supervise all of them. Thus, in order to choose only three of them to take part in the study during the 19/20 academic year, we applied a further set of criteria.

Previous knowledge: The students needed to have completed (and passed with above the average grades) previous subjects about Software Engineering, Data Structures and Algorithms and Computer Programming. Third-party code comprehension, feature location, refactoring, program maintenance, version control and programming are a must for contributing to this kind of mature OSS projects.

Required skills: The students have to demonstrate a good command of the English language. All the conversations around a consolidated OSS project are in English. The students involved need to have, at least, good reading and writing skills for interacting in forums, code reviewing activities, issue management and/or mailing lists. Other desirable skills include self-regulated learning skills to acquire sufficient knowledge of the involved project without needing strong supervision (not only about technical issues but also about the community and project management).
4.2. Initial Training

We scheduled four seminars with the selected students for training them on basic knowledge about OSS development. This kind of training could be used not only for introducing selected students into the realm but also, in future iterations, for helping students interested to gain the required knowledge to participate in this kind of initiative. Specifically, we scheduled the following introductory seminars.

Seminar 1. The open source development model: Describing how an open source project manages a feature cycle (how to manage and understand feature requests, architecture and design discussion, coding, patching, testing and integration, deployment and maintenance).

Seminar 2. Version control management: How to work with Git and GitHub. Basic knowledge about version control concepts (commits, push, pull, branches, forks, pull requests, merge, rebase, resolving conflicts, history management . . .) and branching models (specifically the GitHub Flow)

Seminar 3. Issue management: Centering on GitHub’s issue management system, this seminar focuses on how to identify and report a bug in a project. Specifically, how to write a good issue, label it correctly, identify a good beginner-friendly issue, and how to interact efficiently with other developers through issue comments.

Seminar 4. Debugging and feature location: For being able to navigate the source code and locate the root cause of a bug, students need to have a solid understanding of how to use the debugger. Here, we work on understanding the call stack, data inspection, how to navigate and trace code with the debugger and managing exceptions. This seminar includes some exercises to learn basic feature location techniques [26]. For example, departing from a GUI component, we learn how to locate the source code that implements its appearance and behaviour.

After the student selection and initial training, the next task was choosing a good project to contribute to.

4.3. Selecting the Right Project

We can talk at length about what constitutes a good or right OSS project to use in the area of software engineering education [27,28]. In our case, the project had to meet several requirements: be a live, mature (older than 5 years), active project (have commits, meaning code contributions, distributed throughout the year), be developed in Java (the language that students worked in most during their undergraduate courses), not be a trivial project (should contain a considerable number of Java classes) and, if possible, be a project known to the students so they can be engaged more easily.

GanttProject fits all the requirements. It is a Java desktop application comprising almost 800 Java classes and 95,000 lines of code and has been used as a tool in previous subjects for building Gantt charts. Its first commit on GitHub is from June 2010.

**Recommendation 1:** Based on our experience, in order to smooth students’ onboarding, the instructors should involve themselves into the FLOSS project before recommending them to their students. They should dive into the code, trying to understand the basic architecture. Fixing an issue, creating a pull request (PR) and meeting the main developers could be also interesting tasks to be done. Gaining inner knowledge about the project will help to smooth out the entry for new programmers.

During the course 2019/2020, three students of the final year of the computing science engineering degree, O., A., and U. worked hard on selecting, analyzing, developing and fixing bugs from the GanttProject bug list. As explained in the following section, the author also worked with them as an instructor and facilitator for 6 months.

During the course 2019/2020, three students of the final year of the computing science engineering degree, O., A., and U. worked hard on selecting, analyzing, developing and fixing bugs from the GanttProject bug list. As explained in the following section, the author also worked with them as an instructor and facilitator for 6 months.

At the beginning of the course 2020/2021, the author received a new proposal from a student very interested in working with Ampache—an open source web based audio/video streaming application developed in PHP since December 2013—to develop new features for the project as part of its final degree project. Having a student going solo and contributing
to an open source project was an interesting idea to contrast with our previous experience (with three students involved in the same project), so we accepted the proposal.

Students with no experience contributing to a FLOSS project are not confident enough to choose their initial task and they need support from the community or the instructors [29]. Wolff-Marting et al. [30] propose that open source projects aiming to attract new contributors should label some easy-tasks in their issue management system with tags such as “easy-fix”, “beginner-friendly”, “easyhack”. This could ease the difficulty of the initial work of new contributors.

For selecting the initial tasks, the students and their instructor decided to adopt a mixed strategy. The Issues tab of GanttProject’s GitHub repository had (and still has) more than 300 open issues. Some of them are not just software bugs or errors waiting for a fix, but enhancement proposals that need more engineering work. Using the tag filtering feature of GitHub we found that, in this case, no “easy-fix” or similar tags were used for labelling newcomer-friendly issues. Thus, the students were asked to look over the issues list and pre-select a set of three to five potential easy-fix issues. After further reviewing each list of issue candidates, the instructor met with the students and suggested a close list of three issues that students should fix. This process was repeated successively during the course, increasing the difficulty of selected issues, until each student obtained at least three tasks each for working on their projects.

**Recommendation 2**: Instructors should help students to analyze the project’s list of open issues in order to locate a small collection of “feasible” errors and enhancements that can be implemented during the final degree project. They can pre-select some candidate-issues but they should ask students to further analyze the whole list and create a set of 4 or 5 each, whose suitability should be discussed in group.

**Recommendation 3**: Ideally, students should initially get involved with an easy-to-solve issue, such as eliminating dead code. Then, they should generate a Pull Request with their patch, so that they learn the basis of GitHub Workflow, get their first PR quickly accepted and increase their self-confidence gradually.

5. Results

Whenever a developer wants to contribute to a project in GitHub they need to package their code in a so-called Pull Request and send it to be approved by a senior developer. The approval depends on a code review performed by other developers from the community. After the code review, the PR could be accepted and merged into the main branch or rejected with comments about how to improve their code. As with peer-reviewed articles, usually there are some iterations before a PR is finally accepted.

The students involved in GanttProject (GP) achieved to contribute three pull requests each into the master branch of the repository. Not all of them were accepted. Table 1 summarizes the information about the list of contributed Pull Requests to GP and Table 2 lists the PRs contributed to the Ampache project.

<table>
<thead>
<tr>
<th>Student</th>
<th>Issue Description</th>
<th>Contribution URL Path</th>
</tr>
</thead>
<tbody>
<tr>
<td>S1</td>
<td>Sort resources by name</td>
<td>ganttproject/pull/1740</td>
</tr>
<tr>
<td>S1</td>
<td>Code Refactor</td>
<td>ganttproject/pull/1730</td>
</tr>
<tr>
<td>S1</td>
<td>Option to change cost display format</td>
<td>issues/1659 (not merged)</td>
</tr>
<tr>
<td>S2</td>
<td>Add keyboard shortcuts</td>
<td>ganttproject/pull/1697</td>
</tr>
<tr>
<td>S2</td>
<td>Remove unused code and methods</td>
<td>ganttproject/pull/1742</td>
</tr>
<tr>
<td>S2</td>
<td>Change logo without restart</td>
<td>pull/1723 (not merged)</td>
</tr>
<tr>
<td>S3</td>
<td>Code Refactor</td>
<td>pull/1731</td>
</tr>
<tr>
<td>S3</td>
<td>Export to CSV tests</td>
<td>pull/1743</td>
</tr>
<tr>
<td>S3</td>
<td>Remember Last Import Folder</td>
<td>pull/1678</td>
</tr>
</tbody>
</table>
Table 2. Students’ contributions to Ampache. Base URL: https://github.com/ampache/ (accessed on 14 May 2021).

<table>
<thead>
<tr>
<th>Student</th>
<th>Issue</th>
<th>Contribution URL Path</th>
</tr>
</thead>
<tbody>
<tr>
<td>S4</td>
<td>Customizable login page background</td>
<td>ampache/pull/2647</td>
</tr>
<tr>
<td>S4</td>
<td>Added favorite feature for songs</td>
<td>ampache/pull/2700</td>
</tr>
<tr>
<td>S4</td>
<td>Playlist duration added to UI</td>
<td>ampache/pull/2614</td>
</tr>
</tbody>
</table>

How to Assess Students’ Works

All the students successfully defended their FDPs with outstanding grades. For their assessment we used two different means.

First, we applied the evaluation rubric for FDPs suggested by our university (Publicly accessible FDP evaluation rubric: https://labur.eus/FhXWM (accessed on 14 May 2021)), where the following aspects are taken into account: objective fulfillment, technical complexity, student engagement, general quality of results, report and presentation (formal aspects, writing quality, structure and content, quality of oral presentation and student’s answers to the panel members).

Next, in order to discern between outstanding and very good or well done projects, we also followed an ad hoc process. As suggested by Pinto et al. [31], we wanted to determine the nature of the contributions made, classifying it into four classes: forward Engineering (adding new features), reengineering (refactoring), corrective work (fixing bugs) and management work (e.g., updating documentation). Note that the order of the items does not directly reflect complexity (e.g., there could be refactoring-related contributions that might be much more difficult to develop than a simple new feature), but it serves us as an initial guide to assess the difficulty of the work carried out.

Then, for each student, we compute the number of: commits performed, pull requests (proposed, accepted, rejected), documentation pages (web, wiki, readmes, UML diagrams), reported issues, interactions in the developer/help forum, interactions in the mailing list and interactions in the bug management system.

Usually, these numbers reflect the amount of work performed by each student but there are other factors that help grading them. For instance, some PRs are more difficult to get accepted by the OSS project (due to the complexity of the feature that it addresses or because of the code dependencies linked) so they generate much more comments and discussion threads in the code review system (thus, they should be graded -rewarded- accordingly).

So, for each PR we need to find the number of files and lines affected (added, removed or changed) and the number of interactions that each PR generated in the code review process.

Many of the aforementioned numbers can be automatically retrieved using GitHub’s API or web scraping scripts but, as reported by Csaba-Zoltán [32], assessing students’ projects is usually a subjective task that requires a manual work and a one-by-one analysis.

6. Discussion

Working to improve open source applications through final degree projects has brought us multiple benefits and challenges, both for the students, the instructors and for the project itself. The next subsections dive into more details.

6.1. Benefits for the Students

Learn how to work with a branching workflow in Github: GitHub has been extensively used as a collaborative platform for education [33] and specifically software engineering courses [34]. One of the most used features for collaborative development is the GitHub Flow workflow (https://guides.github.com/introduction/flow/ (accessed on 14 May 2021)), a lightweight, branch-based workflow that helps developers to effectively manage code contributions from distributed teams and workgroups. Our students were introduced...
to this workflow so they could understand how to create a branch of the repository they wanted to contribute to, how to keep their branches synchronized, how to create new feature branches and how to generate Pull Requests and ask community members for reviews. Surprisingly, even though they had developed software projects collaboratively before in other courses, students stated that they had never implemented this workflow until their final project.

Learn to defend and discuss ideas and technical artefacts: Each time students propose a contribution in the form of a PR they learn to cope with the review of their code by external programmers (see Figure 1), usually project lead developers. This type of informal code review, alongside with automation and bug detection tools, simplifies the review process. Many times, even though a student’s code works correctly, the lead developers find elements for improvement and suggest refactoring to make the code more readable, maintainable and reusable (non-functional requirements that in many cases go unnoticed by the students during their undergraduate courses).

![GanttProject](image.png)

**Figure 1.** The quality control of consolidated open source projects includes a review of the code contributions. For the students, this was the first time that an external developer reviewed their source code in detail.

Learn to design, implement and pass automatic testing processes: GanttProject includes automated testing features (see Figure 2) as part of their continuous integration process. Students need to understand how tests work and learn how to use them on their own code before submitting their Pull Requests.
Figure 2. The tests include the verification of functionalities on different platforms (Windows, macOS, Linux), something that is not always tested in academic environments.

Practice communication skills: Communicating in English and proposing corrections or designs for new functionalities in the platform’s support forum has been another novel task for the involved students (see Figure 3).

Figure 3. Before solving a problem or beginning an implementation, students should comment on their intentions in the forum.

6.2. Benefits for the Instructors

Even though the instructors are supposed to be involved initially with the open source project in order to provide more effective support for their students (a task that demands quite an effort) this time-investment pays off during the project lifecycle. Indeed, instructors will benefit from the project’s community work. These benefits take different forms: the students’ works will be carefully reviewed by community members and they may offer
continuous feedback through reviewing comments, discussion forums, mailing lists or chat channels, encouraging the students during the whole project and freeing the instructor of those tasks (or sharing the workload involved).

Moreover, the students’ interactions and developed projects’ artefacts might serve as a collection of real-life examples for future classes. The instructor will be able to draw on those to showcase an up-to-date set of exercises and software engineering best practices based on real cases. The problems and challenges faced by the students involved can also reveal themes and patterns to be fixed- or intensify- in current class syllabus.

6.3. Benefits for the OSS Projects

Finally, GanttProject and Ampache project themselves have also benefited from the experience, specially regarding two aspects:

Getting new features or bug fixes: As seen in Tables 1 and 2, the great majority of the PRs contributed by our students were accepted and merged. These contributions not only enhance the projects at hand but also serve to enrich students’ curriculum. Potential job recruiters can verify publicly that our students had really contributed to a public internationally-used project.

Getting reusable documentation: One of the students’ goals was to create documentation that will really serve future students and practitioners. Specifically, it was aimed so that other developers can begin contributing with a smoother learning curve than our students had.

Among the generated documentation, the students contributed to the project UML diagrams (class, sequence, communication . . .) and other artefacts such as the kind of diagram from Figure 4 that links names of Java classes with their corresponding component in the GUI. We think that this kind of diagram, collaboratively built by our students, could be very useful for future newcomers.

Figure 4. This type of diagram with screenshots of the application labeled with the name of the main classes that implement some of the components can be of great help for new contributors.
6.4. Students’ Recommendations

At the end of the projects, the students filled out a survey that asked for recommendations for future interested practitioners. Specifically, they were asked to answer the following questions: (1) What were the most challenging aspects of the project you have worked on? (2) What recommendations would you give to next year’s students who want to carry out their final degree projects improving GanttProject/Ampache or any other OSS project? (3) Which aspects of the project were most beneficial to your learning?

A. Most challenging aspects of the project

“The most complex of all, in my opinion, has been finding the exact point where the error was located or the place where the improvement should be developed”

“Setting up the development environment, thus being able to compile the application.”

“Understanding the project structure (and code) and breaking the initial fear barriers to collaborate”

“As students, we are used to starting projects from scratch. However, contributing to an OSS has been a completely different experience. Familiarizing with a project that has more than half a million lines of code is not exactly easy. Especially, taking into consideration that the documentation is usually very shallow or non-existent. The lack of diagrams made it hard even to know where to start working. […] If I had eight hours to contribute to an Open Source Software project, I’d spend six learning the codebase.”

Recommendation 4: Navigating the source code and understanding the architecture of consolidated OSS projects can be daunting. Instructors might want to set up some classes about code reading and feature location techniques in order to facilitate students’ work.

B. Recommendations for future students

“Perhaps choosing another OSS software that does not have so many classes and allows you to get a more general picture of the project, since there are many aspects of GanttProject that I still do not know despite having worked on it”

“Understand from the beginning the structure of the application with which you are going to work, prepare the development environment well and carry out well-planned work, without leaving everything for last minute”

“I think it would be a good idea to start out with a task related to code analysis, in which each student does research on the project by generating or expanding parts of a previously provided class diagram”

“Getting involved with the community and start tinkering with the software. Do not wait until you have to start the final degree project to start tinkering with the program. Using the software frequently and taking a high-level overview at the repository are good practices before formally starting to work on the project”

C. Aspects of the project that provided the greatest opportunities to learn

“As I have progressed in development, I have realized that understanding other people’s code and locating parts of the code has become easier and easier for me, and I have done it in less time.”

“The use of tools such as Git and sdkman—a tool to easily manage different versions of the Java Development Kit and Gradle-, as well as the use of the debugger to see the application processes and thus understand the function of various methods and classes in a large project.”

“To read the project structure, source code management with git and to use different data structures from those studied in class.”
“It gives great confidence knowing that, with enough time and effort, you can teach yourself new programming skills. Plus, seeing the contributions I have made integrated into the software each time I use it, is a great motivational boost.”

Unlike the students from course 2019/20 that worked collaboratively on GanttProject, the fourth student was working alone with the Ampache project during the academic course 2020/21, so we asked them an additional question: “In contrast with other students, you have worked alone on the project. Did you miss something?” In their answer, the student highlights the importance of the project community to not feel alone:

“I would not say that I have worked alone on the project. While it’s true that I have not worked together with other students, other members from the Ampache community have given me guidance with the pull requests. For example, the users who open the issues are interested in getting the feature integrated with the project, so they are helpful in providing information for the initial user requirements capturing phase. Moreover, developers are helpful in providing useful guidance and making minor fixes to the proposed pull requests”

Recommen‐
dation 5: Instructors should create a group on an instant messaging appli‐cation with the students involved in the initiative. They will help each other, a sense of community will be created and students will feel supported through their projects.

7. Limitations

The main limitation of this study is the low number of involved students. Two main reasons justify this issue: (1) the number of students available for orienting their FDP towards OSS contributions is scarce and (2) the instructor needs to involve him/herself in the process, investing a considerable amount of time guiding and supervising the students, thus limiting the number of potential students under their supervision.

Certainly, this could be seen as a drawback for generalization but this study aims to encourage other instructors and students to follow this path and increase the research works in this area, offering a set of recommendations and detailing the benefits of the investment.

Some instructors are concerned about the validity of this OSS approach. Their argument is that students should use their FDP to gain some practice developing a project from scratch. They argue that students should also demonstrate their ability to select the right technology for solving software engineering problems. These concerns are valid to some extent but it should be noted that first, not all the issues solved in an OSS project are just related to bug fixing (corrective maintenance issues). Some of them are, in fact, full-fledged functional requirements that need to be tackled following all the phases involved in the software development life cycle (requirements gathering, analysis and design, building, testing and deploying). In fact, instructors need to achieve a balance while helping to select a task for their students, offering an easy-enough initial task to solve, that can engage and motivate students, followed by some other more challenging tasks that can serve them to further practice requirements gathering, system analysis and design skills.

8. Conclusions

This work has described a practical experience of four computer science students who have oriented their final degree projects towards the development of improvements to a couple of consolidated OSS projects. For selecting the project, students were supported by the instructor, who helped them to choose the targets to contribute to (GanttProject and Ampache). Each student had to complete the development or fixing of three issues and, following the usual GitHub workflow, aimed to integrate their contributions into the master (main) branch of the selected project. The benefits are multiple, both for students (learning to understand and locate features inside a code base of hundreds or thousands of classes, passing code quality controls, defending design ideas in public groups, working with a distributed version control system), the instructors (freeing them from code reviewing and students’ follow-up tasks) as well as for the chosen OSS project itself (get reusable
documentation, get fixes or new features). Based on students’ work and their responses to a survey, specific recommendations have been proposed, both for instructors, students and future practitioners interested in replicating the process. Among the most complex aspects of contributing to an OSS project during their FDPs students reported the understanding of foreign code structures and locating those parts of the code that affect the error to be corrected or functionality to be implemented. It is therefore important to put more effort and focus on the study of third-party code in the software engineering class, something in which the study of open source software can be of great help. Analyzing how to achieve this integration between contributing to open source projects and the teaching syllabus of a course (such as Software Engineering) is precisely one of the lines of future work. The teaching objectives and competences to be obtained in the course should be linked to possible exercises, tasks and interactions related to the project to which student will contribute, taking into account the time limitations inherent to a four-month course or the different degree of initial knowledge exhibited by the students.
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